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ABSTRACT In this paper, we study computer programming in relationship to the learning of mathematics, particularly processes such as mathematical thinking and problem solving. Computational thinking and programming requires the learner to be immersed and engaged in a continuously changing, problem-solving process. In our research project, we used the graphical program Scratch, which introduces children to the principles of computer programming and computational thinking. The children worked on open problems that they constructed themselves. Interactions between children and teachers during the project were recorded and analysed. Our findings suggests information on the link between the act of computer programming, problem solving and mathematical competencies.
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1. INTRODUCTION

Computational thinking per se is currently not a part of the Norwegian school curriculum (Utdanningsdirektoratet, 2016). Nevertheless, various calls to strengthen children’s digital competencies are being linked to com-
puter programming and this may be incorporated into future curricula, as has been done elsewhere in the world: see for example Department for Education (2013), Euractiv (2015), and Silcoff (2016). Teaching computer programming in schools in Norway also appears to be in alignment with a report (“Official Norwegian Report No. 8, 2015”) studying what learners should be prepared for in the future and how the curriculum should be designed to reach these learning goals. The report focuses on “learning in depth” and “cross-disciplinary teaching” (Departementenes Sikkerhets- Og Serviceorganisasjon, 2015).

The Prime Minister of Norway has contributed to the discussion by taking part in activities such as the conference “Girl Tech Fest”, where the importance of programming skills for girls was advocated. Children have many opportunities to engage in programming outside the education system, for example through the after-school activity club “La kidsa kode” (“Let Kids Code”), which are being established all over the country. These clubs are popular and interesting, but have not yet been investigated in depth. More recently, the “VilVite” (“Want to know”) Science Centre has initiated a research project that investigates children learning algebra while programming Arduinos1.

The Norwegian Ministry of Education has opened up the possibility for schools to try out “computer programming” as a non-compulsory course in secondary school (learners aged 13-16). This has currently resulted in 153 schools providing a course in programming during the 2016-17 academic year. Modelling, coding and “basic skills” are highlighted as important principles in the course (Utdanningsdirektoratet, 2016a). “Digital skills” are considered as one of the five basic skills (reading, writing, computation, oral skills and digital skills) but can also be seen as an integral part of the other four skills. We interpret digital skills in a broad sense, which includes creative and entrepreneurial skills just as much as technical skills.

In this paper, we document our involvement in a pilot study in programming, where the programming language Scratch is used in the context of mathematical thinking and problem solving. As part of our research project we taught computer programming in a mathematics classroom at the lower secondary level (45 learners aged 10-11) and studied the students’ learning processes from the standpoint of Niss’ mathematical competences (Niss & Jensen, 2002), Sfard’s description of mathematical understanding and thinking (Sfard, 1991), as well as Wing’s concept of computational thinking (Wing, 2006). Sfard describes mathematical understanding through the dichotomies of structural thinking and operational thinking, describing this dichotomy as “two sides of the same coin” (Sfard, 1991). Structural thinking is explained as the ability to see mathematical conceptions as mental objects, i.e. something that is not available to our senses. This is a “static” understanding of a mathematical concept. This can be seen in contrast with going through processes, i.e. operational understanding can be dynamic, sequential and detailed. In programming activities in Scratch, learners work in a social environment that is likely to help their development of both operational and structural understanding of the underlying mathematical concepts. On the other hand, Niss discusses how mathematical learning can be categorized into a number of different but interrelated mathematical competencies like communication competence, reasoning competence, problem-solving competence, modelling competence, symbol and formalism competence and representation competence. Learners need to develop all these competences in order to gain a deep and working understanding of mathematics (Niss & Jensen, 2002). Niss’ model has been instrumental in the development of the current curriculum in mathematics in Norway (Kunnskapsdepartementet, 2006). It has been criticized, however, for not including the emotional aspects of mathematical learning, and Kilpatrick’s five strands for mathematical proficiency are sometimes mentioned as an alternative model for mathematics learning (National Research Council, 2001). We also find that our work is closely connected to computational thinking as understood by Wing, as learners need to think computationally to solve mathematical problems via computer programming (Wing,
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The term “computational thinking” has a larger meaning than solely computer programming (Wing, 2006). As she points out, we may think computationally without necessarily programming a computer. This is also one of the main themes of a related long-term ongoing project called “Computer Science Unplugged”, where children learn computational concepts in a non-computer environment (Bell, Rosamond, & Casey, 2012). Therefore, we consider computer programming as one of many aids for computational and mathematical thinking, following Wing: “Computational thinking is a fundamental skill for everyone, not just for computer scientists. To reading, writing, and arithmetic, we should add computational thinking to every child’s analytical ability.” (Wing, 2006, p. 33.)

2. COMPUTER PROGRAMMING AND MATHEMATICAL THINKING
To gain a deep understanding of the process of computer programming, the programmer is required to develop a certain experience of mathematical thinking. From a historical point of view, computers were constructed to perform mathematical computations. In particular, algorithmic constructs such as flow statements (loops and if-then-or-else, for, until, etc.), variables, types of variables etc. are deeply connected to arithmetical, mathematical and computational thinking. In itself, this might provide us with a possible overlap in the learning of programming and the learning of mathematics and computation. It is our belief that learning a programming language might be enhanced when the student is able to connect her/his work in computer programming to relevant development of the corresponding mathematical language and concepts. We study how the converse situation could also be true: working with computational thinking through computer programming might also enhance the learning of mathematics. In our project, we have sought to study this overlap of learning. Several tutoring situations are actualized in the process of computer programming in a social environment. Examples of situations include cases where the student does not get the “expected” response from the computer program. Several interactions might emerge, including teacher-student, student-student, and student-computer interactions, as well as combinations of these. In this article, we analyse student-teacher interactions in the piloting phase of our project.

2.1. Scratch – animation through computer programming
Most environments for beginners in computer programming concentrate on visual elements of the programming process. However, there is considerable variance both between environments and within environments, from purely visual to a combination of visual and textual input from the programmer. From the viewpoint of abstract representations and more concrete representations, using visual representations can be considered as working with half-abstracts or iconic representations in favour of more abstract symbolical representations (Bruner, 1966; Tall, 1994).

A number of more or less complete programming environments have been designed with the aspiring (child) programmer in mind, including Greenfoot (Kölling, 2010), Scratch (Maloney, Resnick, Rusk, Silverman, & Eastmond, 2010), Lightbot (Yaroslavski, 2014). Scratch is a free programming language that allows children to build animations. It was developed by the Media Laboratory at the Massachusetts Institute of Technology and was launched in 2007 (Resnick et al., 2009). Scratch relies on both visual and textual input from the programmer, but places a strong emphasis on the visual input. From the very outset of the project we decided to use Scratch as the programming tool, mainly because of its visual, low-abstract interface, but also since Scratch seems to be a frequently used tool in Norwegian schools.

Commands are not written as plain text in Scratch, but are rather picked from intuitive categories and fitted together almost like Lego. In this way, programming in Scratch avoids many of the technical difficulties
that are inherently present in traditional programming languages like Java, C, C++, Python, Fortran, etc. For example, picking wrong types of variables (e.g. floats instead of integers) is simply not possible in the Scratch programming language; you cannot use a variable unless it has the correct footprint. When programming in Scratch, the learner can therefore work at a lower abstraction level than when using fully text-based programming languages. Programming statements, objects and variables are picked from a toolbox, and a program is built brick by brick, almost like Lego. This makes a strong connection between abstract mathematical objects and visual representation of the object. Objects that do not suit each other will not fit together in the programming environment. This does come at the cost of not using a “proper” real world programming language like Java, Python or any variant of C; these have much more general applicability but also a much steeper learning curve. The underlying structures (which are strongly connected to computational thinking) are, however, the same in most programming languages. Therefore, we consider using Scratch to be a useful first step for the aspiring computer programmer.

3. METHODOLOGY
During a period of three weeks, for approximately four hour each week, the learners were first introduced to Scratch as a programming tool, and then used it for problem solving in the computer lab at their school. Their two teachers and the three researchers acted as facilitators while students worked on open, explorative problem-solving tasks. To aid the children’s learning motivation, we allowed them to have full flexibility concerning what kind of problem they were supposed to solve. We let the children themselves choose what to work on, in the spirit of “Learners generating examples”, a methodology for children’s creative use and exploration of mathematics by defining their own problems and corresponding solution process (Watson & Mason, 2005). For most of them programming was a new experience, so at the beginning of the project we demonstrated the basics of the Scratch programming environment and language. This included a short session about a Pacman-like game, and some programming of specific constructs like loops and assignment of values to variables. Even though in principle the learners could choose their own examples of problem-solving tasks, we observed that the introductory demonstration led some of them to construct examples that were quite closely related to the demonstrations. Thus, even if the problems and the solutions were supposed to be learner generated, we observed that the learners’ starting points were quite close to the demonstrated examples. In this phase of the project, we did not look at this as problematic. Learners need to start at some point, and their starting point is necessarily close to what they have experienced through the initial instructional process.

The learners were not required to produce a specific result. Instead, they were encouraged to produce a working computer program that they could demonstrate to the other students, to their parents, to their teachers and to the researchers. Student products included anything from “an animated digital postcard” to a clone of well-known computer games like Pacman, and their own simple games invented during the project. Some of the students became motivated by the programming sessions, and developed their programs further at home. However, this was not a requirement that we set. During the programming sessions, most of the learners seemed to have a good time and seemed motivated by the project. Their teachers have also reported that some of the children were highly motivated by the project and continued programming after the project formally finished.

During the project period, the students worked on their computer programming projects in small groups of two to four members. We collected qualitative data through audio and video recordings; these provided contextual information, which gave us more possibilities to analyse the situations occurring, and contributed to a more precise understanding of the dialogues in the given context than could be gained through
mere dialogue transcriptions. In this paper, however, we concentrate on transcriptions of a few dialogs, and sparingly provide some additional details about the situations, e.g. body language.

### 3.1. Example 1: movement in the coordinate system

In Scratch, the programmer works in a graphical window where the coordinate system implicitly plays an important role. The following student-teacher dialogue took place during the first day of the project. Some of the students made a simple computer game while slowly gaining an understanding of how the movement of an imaginary creature is controlled, and which operations are sufficient for complete freedom of movement. In this particular case, the students are programming a game that is quite similar to Pacman. Before this dialogue was recorded, the students had already drawn the main character of the game: a round creature (a face) with a mouth and eyes pointing towards the right on the screen. Even though the students do not realize it at first, the shape of the creature (non-symmetric placement of the mouth and eyes) meant that its movement in the plane was in fact not as easy to handle as they had anticipated.

Student: *We want to make Pacman. We’ll teach him to jump.* [The student is fumbling with the programming process, and seems eager to get things to work.]

Teacher: *Have you thought about what you want it to look like when you are finished?*

Teacher: *What have you done so far in the script?*

Student: *Have made it move by pushing the keyboard.*

Student: *One thing we need help with is getting it to turn so that the cat [the object/sprite that is being manipulated on the screen] goes in the other direction without going backwards.*

Teacher: *Is it going to eat forwards? You have made it go forwards.*

Student: *Oh, yes.* [Sounding enthusiastic.]

Teacher: *You have made it change x by -5, right, and then you get it moving backwards. But before you make it change x by 5, you could maybe try to see if you can turn it around in some kind of way.*

Student: *Then it will just turn like this.* [The object starts rotating.]

Teacher: *If it is going to turn 15 degrees, maybe, ... Did you mean that if you turned it, it might be upside down?*

Student: *If you take this one here, for example, it would just start spinning, really...*[pointing to the screen while demonstrating what happens when rotation is applied to the character.]

Teacher: *Since every time you push it, it will move a little.*

In this example, the student wants to understand how to make a character (in this case a cat) move across the screen in a predetermined way, and how to make the character change direction based on commands given in the main loop of the program. We observed that the student already has some understanding of translation and rotation of objects in the plane, even though an informal language is used in the dialogue with the teacher (“we will make it jump”, “if you take this one, for example”). With help from the teacher, the student broadens her view on which operations are desired: translation, rotation and flipping. The flipping operation seems new to the student. The character starts to rotate, while the student actually wants the character to move along a line, pointing ‘face forwards’. Making the cat’s face point in the right direction (and not backwards and upside down) simply cannot be achieved by mere rotation and translation, since the character has to be “flipped” 180 degrees to “point in the right direction”. This means that, through this sequence, the student seems to extend her understanding of the needed operations (rotation, translation and flipping instead of just rotation and translation), or at least is broadening her view on the problem. Getting the character to move around in the coordinate system in a precise, predetermined way requires the learner to develop both a structural and processual understanding of the coordinate system, i.e. the “complete
picture” of the movement needs to be established. The programmer can situate objects, such as sprites in a graphical window, and for example assign properties to them, or give instructions on how the objects are going to act under given circumstances. To navigate objects in the coordinate system, the programmer needs to develop some kind of abstraction and inner visualization to make the objects perform the desired actions. For the objects to follow the programmers’ intended path, precise instructions must be provided through the programming language blocks. To some extent these instructions can be applied on a trial-and-error basis, however we do believe that the practical knowledge acquired in this manner contributes to the learning of mathematics. Computational and mathematical thinking is present when the learner needs to make an inner model for how the movement can be achieved. To do this the learner needs to have a fair understanding of the underlying coordinate system, or else develop this understanding during experimentation by following the instructions for succeeding with the programming tasks. The student gets immediate feedback on the outcome from watching the actual movement of the object on the screen when the program is run, and thus might get a better understanding of the coordinate system through exploration. We do believe that working with the coordinate system in this way helps the student getting a deeper understanding of the coordinate system.

The situation described above is quite closely related to the mathematical concept of a group, more specifically the Euclidean group (translation, rotation and line reflection). The various symmetries and non-symmetries of the character make a difference with regards to which operations are needed for a complete, closed description of the movement of the character. Mathematically, the characters in Scratch are equivalent to the turtles of the Logo programming language. This particular description of the equivalent Logo-problem has been studied in a more mathematical context by Zazkis and Leron (1991). In the Logo-programming language, the concept of flipping the character is required to describe the movement of the corresponding Logo turtle. In the Scratch language, probably the simplest way to implement a flip is by letting the character have different outfits corresponding to which direction the character points, and this is what we encouraged the students to do in this particular case. We did not focus on the mathematical concept of a group in the project, but it is clear that this could have been one way to work further to help the students gain an understanding of the underlying mathematical concepts. In the short time frame of the project, we did not focus on this. However, we do see this as a great opportunity for further investigation by students and teachers in the mathematics classroom. The concepts of movement and reflection in the Euclidean plane is a central part of the mathematics curriculum of Norway.

3.2. Example 2: a control statement

In this example, two students are trying to make characters on the screen send messages to the program when the character is touching something. It turns out that assigning a value to a variable is what the students end up doing.

Teacher: *We have to find out what happens when the ball hits the ghost...*

Student 1: *In other words when it touches the ghost.*

Teacher: *Then I do believe that you should use the "control command". Then you have to use an “if” [...]*

Student 1: *Then we will need to have one “if” here and another “if” here.*

Student 2: *... it is being touched ...*

Teacher: *It has to send a message to the other one there ... It might have to change the outfit to nothing, or maybe we can look at „events“.*

Student 1: *When I receive...*

Student 2: *Isn’t it “send message” first?*

Teacher: *Yes, we have to make a new message. What name should we give it?*
Student 2: It should be called “disappear”.
Teacher: Then we will probably have to say what the message means...
Student 2: Maybe we have to look at its movement... Yes, go away or go back?
Student 1: When I receive “disappear”...
Teacher: Yeah, there ... when I receive “disappear”, we will have to look at what is going to happen.

In this example, the two students are exploring two concepts that seems completely new to them: passing messages between characters and setting a variable state based on whether or not the characters are touching. This involves using the control-statement “if”, which determines two different states of a Boolean variable. If the control statement is “true”, the ball is hitting the ghost, and this should lead to the death of the ghost. The “if” control statement seems to be a natural construct for the students; they seem to understand its use. Although in the situation of message passing, the for the students new concept of a Boolean variable, they might be able to couple the object of interest with a variable that determines the state of the object. In that way the students can control the object by connecting the “on” or “off” construct to properties of the object. At the same time, the students use the “if” control statement. Control statements are of fundamental importance in computational thinking, and can be used in computer programming for things like automation of tasks. The students use the terminology of the “if” control statement in a natural manner, even though the language they use here is also a bit informal. We feel that the students show an elementary understanding of automation, which is closely connected to computational thinking. In terms of Niss’ mathematical competences, representation competence, reasoning competence and communication competences are all in play with regards to the state and control statement in this situation Niss (2002). In this example too we see a great opportunity for students and teachers to bring computational thinking into the mathematics classroom. Things like working with states of variables, how objects can be controlled based on their properties, how we can assign values to variables etc., are all of fundamental importance in the mathematics classroom.

4. CONCLUSIONS
In both of the dialogue examples provided here we find examples of computational thinking in the context of open problem-solving tasks. In the first example, we especially see the modelling of character movement to be a computational problem that is solved by a succession of mathematical commands related to the rotation, translation and flipping of the character. The movement in itself is trivial to the students, but implementing the mathematical/computational way of handling the movement is in no way trivial to them. We observe that they are able to translate their intuitive understanding into mathematical commands, both through trial-and-error and through mathematical reasoning. However, it is not easy to say something about how this newly gained knowledge can be transferred to the mathematics classroom. We observe that the coordinate system is used in a different way from how students normally do, and thus the their concept of the coordinate system might have been extended during the project. In the second example, computational thinking is found to be more in the sense of modelling the process of message passing by the “if” control statement. With regard to the students’ mathematical understanding, we observe that to some degree the student in the first example expands her understanding of admissible and possible movements that a character can undergo in order to move around the computer screen. These commands can be seen as mathematical operations that correspond to the mathematical concept of a group. For the time being, we feel that we have obtained indications pointing in the direction of students’ learning and expanding mathematical concepts related to their computer programming, both in structural and operational thinking, and this has encouraged us to continue work on the project. We also observe that the students have developed mathematical
competencies, especially reasoning competence, communication competence, modelling competence and problem solving competence. The project has motivated us to investigate further how programming in the classroom can help students learn mathematics.
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